Java Program

1.Bubble sort

**package** interviewQ;

**publicclass** BubbleSort {

**publicstaticvoid** main(String[] args) {

// **TODO** Auto-generated method stub

**int**arr[] = **newint**[]{10,23,1,90,34};

**int**len = arr.length;

System.***out***.println("Before sorting an array is");

**for**(**int**i=0;i<len;i++){

System.***out***.print(arr[i]+"\t");

}

System.***out***.println();

**for**(**int**i=0;i<len-1;i++){

**for**(**int**k=0;k<len-i-1;k++){

**if**(arr[k]>arr[k+1]){

**int**temp = arr[k];

arr[k] = arr[k+1];

arr[k+1] = temp;

}

}

}

System.***out***.println("After sorting an array is ");

**for**(**int**i=0;i<len;i++){

System.***out***.print(arr[i]+"\t");

}

}

}

2.Merge sort

3.Decimal to binary

**package** interviewQ;

**publicclass** BinaryNumber {

**publicstaticvoid** main(String[] args) {

// **TODO** Auto-generated method stub

**int**val =10;

**int**temp=0;

String sum=" ";

**while**(val>0){

temp = val%2;

sum = sum+temp;

val =val/2;

}

//System.out.println(sum);

**for**(**int**i=sum.length()-1;i>0;i--){

System.***out***.print(sum.charAt(i)+"\t");

}

}

}

4.binary to decimal

**package** interviewQ;

**publicclass** DecimalNumber {

**publicstaticvoid** main(String[] args) {

// **TODO** Auto-generated method stub

String binValue = "1011011";

**int**mulByTwo = 1;

**int**decVal=0;

System.***out***.println(Integer.*parseInt*(binValue, 2));//built-in method to test our result with this statement

//System.out.println(Integer.toBinaryString(Integer.parseInt(binValue, 2)));

**int**len = binValue.length();

**for**(**int**i=len-1;i>=0;i--){

String charVal = " "+binValue.charAt(i);

**int**temp = Integer.*parseInt*(charVal.trim());

**if**(temp==1 && (len-1)==i){

mulByTwo = mulByTwo\*1;

decVal = decVal+mulByTwo;

}

**elseif**(temp==1){

mulByTwo = mulByTwo\*2;

decVal = decVal+mulByTwo;

}

**elseif**(temp!=1 && (len-1)==i){

mulByTwo = mulByTwo\*1;

}

**else**{

mulByTwo = mulByTwo\*2;

}

}

System.***out***.println(decVal);

}

}

5.Linear search

**package** interviewQ;

**publicclass** DeleteElementsFromArray {

**publicstaticvoid** main(String[] args) {

// **TODO** Auto-generated method stub

**int**a[] = **newint**[]{12,2,9,23,2};

**int**del =9;

**int**count=0;

**int**pos=0;

**for**(**int**i=0;i<a.length;i++){

**if**(a[i]==del){

pos = i;

**for**(**int**j=i;j<a.length-1;j++){

a[j]=a[j+1];

}

count++;

**break**;

}

}

**if**(count!=0){

System.***out***.println("Element is found at position "+pos+"and deleted from an array");

}

**else**{

System.***out***.println("Element is not found in array");

}

System.***out***.println("After deletion of an array from positioned");

**for**(**int**i=0;i<a.length-1;i++){

System.***out***.print(a[i]+"\t");

}

}

}

Time complexity is o(n)

6.Binary search

Binary search can be possible on Sorted order only.

Algorithm

We basically ignore half of the elements just after one comparison.

1. Compare x with the middle element.
2. If x matches with middle element, we return the mid index.
3. Else If x is greater than the mid element, then x can only lie in right half subarray after the mid element. So we recur for right half.
4. Else (x is smaller) recur for the left half.

**package** interviewQ;

**class** BinarySearch

{

**int** binarySearch(**int**arr[], **int**l, **int**r, **int**x)

{

**if** (r>=l)

{

**int**mid = l + (r - l)/2;

**if** (arr[mid] == x)

**return**mid;

**if** (arr[mid] >x)

**return** binarySearch(arr, l, mid-1, x);

**return** binarySearch(arr, mid+1, r, x);

}

**return** -1;

}

**publicstaticvoid** main(String args[])

{

BinarySearch ob = **new**BinarySearch();

**int**arr[] = {2,3,4,10,40};

**int**n = arr.length;

**int**x = 40;

**int**result = ob.binarySearch(arr,0,n,x);

**if** (result == -1)

System.***out***.println("Element not present");

**else**

System.***out***.println("Element found at index " +

result);

}

}

7.Find missing number from array

**package** interviewQ;

**publicclass** FindMissingWord {

**publicstaticvoid** main(String[] args) {

// **TODO** Auto-generated method stub

**int**a[] = **newint**[]{1,4,5,6,2};

**int**missedWord = *missedWord*(a,a.length);

System.***out***.println(missedWord);

}

**privatestaticint** missedWord(**int**[] a, **int**length) {

// **TODO** Auto-generated method stub

**int**total = (length+1)\*(length+2)/2;

**for**(**int**j=0;j<length;j++){

total-=a[j];

}

**return**total;

}

}

8.Find out the finocci series with recursion

Without recursion

**publicclass** FobonacciSeries {

**publicstaticvoid** main(String[] args) {

// **TODO** Auto-generated method stub

**int**first=0,second=1;

System.***out***.print(first+"\t"+second);

//System.out.println("\t");

**for**(**int**i=2;i<=10;i++){

**int**third =first+second;

System.***out***.print(third+"\t");

first = second;

second =third;

}

System.***out***.println();

}

}

With recursion

**package** interviewQ;

**class** FibonacciSeries

{

**staticint***n1*=0,*n2*=1,*n3*=0;

**staticvoid**printFibonacci(**int**count){

**if**(count>0){

*n3* = *n1* + *n2*;

*n1* = *n2*;

*n2* = *n3*;

System.***out***.print(" "+*n3*);

*printFibonacci*(count-1);

}

}

**publicstaticvoid** main(String args[]){

**int**count=10;

System.***out***.print(*n1*+" "+*n2*);//printing 0 and 1

*printFibonacci*(count-2);//n-2 because 2 numbers are already printed

}

}

9.Find add all the number present in string

**package** interviewQ;

**publicclass** NumberInString {

**publicstaticvoid** main(String[] args) {

// **TODO** Auto-generated method stub

String str = "43String231";

**int**sum=0;

**int**len = str.length();

**for**(**int**i=0;i<len;i++){

**if**(Character.*isDigit*(str.charAt(i))){

sum = sum+Integer.*parseInt*((" "+str.charAt(i)).trim().toString());

}

}

System.***out***.println(sum);

}

}

10.count number of repeated character present in string using own logic and using collection.

Using collection

**package** interviewQ;

**import** java.util.HashMap;

**import** java.util.Map;

**publicclass** RepeatedCharacter {

**publicstaticvoid** main(String[] args) {

// **TODO** Auto-generated method stub

String str = "Malyalamboyinnewyorkstreat";

Map<Character,Integer>repeatedChar = **new** HashMap<Character,Integer>();

**for**(**int**i=0;i<str.length();i++){

**if**(repeatedChar.containsKey(str.charAt(i))){

repeatedChar.put(str.charAt(i), repeatedChar.get(str.charAt(i))+1);

}

**else**{

repeatedChar.put(str.charAt(i), 1);

}

}

System.***out***.println(repeatedChar);

}

}

Using logic and without any collection or utility method.

package interviewQ;

import java.util.HashMap;

import java.util.Map;

public class RepeatedCharacter1 {

public static void main(String[] args) {

String s = "vickyjaiswalatnewyorkstreat";

int distinct=0;

System.out.println(s.length());

for(int i=0;i<s.length();){

for(int j=0;j<s.length();j++){

if(s.charAt(i)==s.charAt(j)){

distinct++;

}

}

System.out.print(s.charAt(i)+"--"+distinct+"\t");

String sRepVal = String.valueOf(s.charAt(i)).toString();

s = s.replaceAll(sRepVal, "");

distinct=0;

}

}

}

11.Swap two number without third variable.

a.by divide

a =10 , b=5

a = a\*b;//50

b = a/b;//5

a = a/b//10

b.by addition

a =10 , b=5

a=a+b;//15

b=a-b;//10

a=a-b;//5

c.by one’s completement

x=10 in binary=1010

y = 5 in binary 0101

x=x^y;

x = x xor y

1010

Xor 0101

\_\_\_\_\_\_\_\_\_

1111

y = x^y

y = 1111 Xor 0101=1010

x = x^y

x = 1111 xor 1010 = 0101

0 for same different for 1

12.Find the HCF or GCD and LCF

13.reverse the string

**package** interviewQ;

**publicclass** ReverseString {

**publicstaticvoid** main(String[] args) {

// **TODO** Auto-generated method stub

String name= "Vicky";

**for**(**int**i =name.length()-1;i>=0;i--){

System.***out***.println(name.charAt(i));

}

}

}

14.reverse the number

**package** interviewQ;

**publicclass** ReverseTheNumber {

**publicstaticvoid** main(String[] args) {

// **TODO** Auto-generated method stub

**int**number = 12697;

**int**temp=0 ;

**int**rev=0;

**while**(number>0){

temp = number%10;

rev = rev\*10+temp;

number = number/10;

}

System.***out***.println(rev);

}

}

15.count number of digit in given number

**package** interviewQ;

**publicclass** CountNumber {

**publicstaticvoid** main(String[] args) {

// **TODO** Auto-generated method stub

**int**num = 123;

**int**sum = 0;

**int**count = 0;

**int**temp = 0;

**while** (num> 0) {

temp = num % 10;

sum = sum + temp;

num = num / 10;

count++;

}

System.***out***.println("sum of the number=" + sum + " "

+ "total number present in number" + " " + count);

}

}

16. How do you find the duplicate number on a given integer array?

**publicclass** DuplicateNumber {

**publicstaticvoid** main(String[] args) {

// **TODO** Auto-generated method stub

**int** [] arry = {10,2,3,1,2,3,17,17,6,7};

**for**(**int**i=0;i<arry.length-1;i++){

**for**(**int**j=i+1;j<arry.length;j++){

**if**(arry[i]==arry[j] &&i!=j){

System.***out***.println("Duplicate Element:="+arry[i]);

}

}

}

}

}

17. How do you find the largest and smallest number in an unsorted integer array?

Ans:-

**package** interviewQ;

**class** Test

{

**staticint***arr*[] = {500,10, 3240, 45, 90, 98};

// Method to find maximum in arr[]

**staticint** largest()

{

**int**i;

// Initialize maximum element

**int**max = *arr*[0];

// Traverse array elements from second and

// compare every element with current max

**for** (i = 1; i<*arr*.length; i++)

**if** (*arr*[i] >max)

max = *arr*[i];

**return**max;

}

**staticint** smallest()

{

**int**i;

// Initialize maximum element

**int**min = *arr*[0];

// Traverse array elements from second and

// compare every element with current max

**for** (i = 1; i<*arr*.length; i++)

**if** (*arr*[i] <min)

min = *arr*[i];

**return**min;

}

// Driver method

**publicstaticvoid** main(String[] args)

{

System.***out***.println("Largest in given array is " + *largest*());

}

}

18. How do you find all pairs of an integer array whose sum is equal to a given number?

**package** interviewQ;

**publicclass** PairOfElementsInArray {

**publicstaticvoid** main(String[] args) {

// **TODO** Auto-generated method stub

FindPairs p = **new**FindPairs(**newint**[]{21,32,12,12,-24,36},24);

FindPairs p1 = **new**FindPairs(**newint**[] {4, 6, 5, -10, 8, 5, 20}, 10);

FindPairs p2 = **new**FindPairs(**newint**[] {4, -5, 9, 11, 25, 13, 12, 8}, 20);

FindPairs p3 = **new**FindPairs(**newint**[] {12, 13, 40, 15, 8, 10, -15}, 25);

FindPairs p4 = **new**FindPairs(**newint**[] {12, 23, 125, 41, -75, 38, 27, 11}, 50);

}

}

19. How do you find duplicate numbers in an array if it contains multiple duplicates?

**publicclass** DuplicateNumber {

**publicstaticvoid** main(String[] args) {

// **TODO** Auto-generated method stub

**int** [] arry = {10,2,3,1,2,3,17,17,6,7};

**for**(**int**i=0;i<arry.length-1;i++){

**for**(**int**j=i+1;j<arry.length;j++){

**if**(arry[i]==arry[j] &&i!=j){

System.***out***.println("Duplicate Element:="+arry[i]);

}

}

}

}

}

**package** interviewQ;

**publicclass** FindPairs {

**public** FindPairs(**int**[] is, **int**i) {

// **TODO** Auto-generated constructor stub

**int**len=is.length;

**for**(**int**l=0;l<len;l++){

**for**(**int**k=l+1;k<len;k++){

**if**(is[l]+is[k]==i){

System.***out***.println(is[l]+"+"+is[k]+"= "+i);

}

}

}

}

}

20. How are duplicates removed from a given array in Java

**publicclass** RemoveDuplicateElementFromArray {

**publicstaticvoid** main(String[] args) {

// **TODO** Auto-generated method stub

**int**arr[] = {10,10,20,20,30,30,50};

**int**len = arr.length;

**int**j=0;

**for**(**int**i=0;i<len-1;i++){

**if**(arr[i]!=arr[i+1]){

arr[j++] = arr[i];

}

}

arr[j++]=arr[len-1];

**for**(**int**k=0;k<j;k++){

System.***out***.println(arr[k]);

}

}

}

21

|  |  |
| --- | --- |
| Q: | Why can't you use switch with strings? |
| A: | Strings are objects, and switch in Java works only for the primitive types byte, char, short, and int. To compare strings, you have to use nested ifs, which enable more general expression tests, including string comparison. |

22. How is an integer array sorted in place using the quicksort algorithm?

23. How do you reverse an array in place in Java?

**package** interviewQ;

**publicclass** ReversenArray {

**publicstaticvoid** main(String[] args) {

// **TODO** Auto-generated method stub

**int**a[] = {1,3,4,3,6,7,8,10};

**for**(**int**i =a.length-1;i>=0;i--){

System.***out***.print("\t"+a[i]);

}

System.***out***.println();

}

}

24. How are duplicates removed from an array with librarylibrary?

**package** interviewQ;

**import**java.util.Arrays;

**import** java.util.HashSet;

**import**java.util.List;

**import** java.util.Set;

**publicclass** RemoveDuplicateElementFromArrayUsingCollection {

**publicstaticvoid** main(String[] args) {

// **TODO** Auto-generated method stub

Integer array[] = {10,20,10,30,50,60,30};

SetsetArray = **new**HashSet();

**for**(**int**i=0;i<array.length;i++){

setArray.add(array[i]);

}

System.***out***.println(setArray);

}

}

25. How do you find the second largest and smallest number in an unsorted integer array?

**package** interviewQ;

**class** GFG {

**publicstaticvoid** main(String[] args) {

**int**arr[] = { -1,14,18,-1,7,20,22 };

**int**largest = arr[0];

**int**secondLargest=0;

System.***out***.println("The given array is:" );

**for** (**int**i = 0; i<arr.length; i++) {

System.***out***.print(arr[i]+"\t");

}

**for** (**int**i = 1; i<arr.length; i++) {

**if** (arr[i] >largest) {

secondLargest = largest;

largest = arr[i];

} /\*else if (arr[i] > secondLargest) {

secondLargest = arr[i];

}\*/

}

System.***out***.println("\nSecond largest number is:" + secondLargest);

}

}

27.)what is alternative of InstanceOf?

Ans:-Polymorphism

e.g with InstanceOf

**publicfinalclass** BadInstanceOf {

**publicstaticvoid** doSomething(Animal animal){

**if** (animal **instanceof** Fish){

Fish fish = (Fish)animal;

fish.swim();

}

**elseif** (animal **instanceof** Spider){

Spider spider = (Spider)animal;

spider.crawl();

}

}

// PRIVATE

**privatestaticclass** Animal {}

**privatestaticfinalclass** Fish **extends** Animal {

**void** swim(){}

}

**privatestaticfinalclass** Spider **extends** Animal {

**void** crawl(){}

}

}

e.g. with Polymorphism

The mistake is corrected by using an overridable method: 

/\*\*

\* Using polymorphism to call different methods.

\* Does not use instanceof.

\*/

**publicfinalclass** BadInstanceOfFixed {

**publicstaticvoid** main(String... aArgs){

log("Starting...");

Animal animal = **new**Animal();

doSomething(animal);

//repoint the same 'animal' reference to other objects:

animal = **new** Fish();

doSomething(animal);

animal = **new** Spider();

doSomething(animal);

log("Done.");

}

/\*\*

\* This method implementation doesn't care at all

\* about Fish/Spider. It just knows that it has

\* been passed an Animal. Different versions of

\* 'move' are called, specific to each Animal.

\*/

**publicstaticvoid** doSomething(Animal aAnimal){

aAnimal.move();

}

// PRIVATE

**privatestaticclass** Animal {

**void** move(){

log("Move like an animal...");

}

}

**privatestaticfinalclass** Fish **extends** Animal {

**@Overridevoid**move(){

log("Move like a fish...");

}

}

**privatestaticfinalclass** Spider **extends** Animal {

**@Overridevoid**move(){

log("Move like a spider...");

}

}

**privatestaticvoid** log(String aMessage){

System.out.println(aMessage);

}

}

3rd approach is getClass in reflection

4th approach is visitor pattern in java 1.8

Object msg = //...

whenTypeOf(msg).

is(Date.class). then(date -> println(date.getTime())).

is(String.class). then(str -> println(str.length())).

is(Number.class). then(num -> println(num.intValue())).

orElse(obj -> println("Unknown " + obj));

28.)why we use static in java?

Suppose we have a class employee

First thing is the name of the employee

So the value of the string will vary for each employee but when it comes to company name it will be same for all those employees.

1.When we have any value common to all objects in that case we make it static.

Whenever static variable is declared in java it belongs to class not the object.

In runtime only one string variable of company will be created which will also help in saving the memory.

You will also notice that the main method is also static …..so in order to execute any java program you need to have atleast one static main method or else you will not be able to execute your program.

2.If a method doesn't modify state of object, or not using any instance variables.

3.

Real example of static given below.

Factory design pattern

Ans:-

29.)which one is god to use String or StringBuilder?

Since String is immutable in java, whenever we do String manipulation like concat, substring etc, it generates a new String and discard the older String for garbage collection.

These are heavy operations and generate a lot of garbage in heap. So Java has provided StringBuffer and StringBuilder class that should be used for String manipulation.

StringBuffer and StringBuilder are mutable objects in java and provide append(), insert(), delete() and substring() methods for String manipulation.

30.)write a program to create a utilities method for the union and intersection

**package** interviewQ;

**import**java.util.ArrayList;

**import** java.util.Arrays;

**import** java.util.HashSet;

**import** java.util.List;

**import** java.util.Set;

**publicclass** IntersectionAndUnionOfList {

**publicstaticvoid** main(String... args) **throws** Exception {

List<String>list1 = **new**ArrayList<String>(Arrays.*asList*("A", "B", "C"));

List<String>list2 = **new**ArrayList<String>(Arrays.*asList*("B", "C", "D", "E", "F"));

System.***out***.println(**new** IntersectionAndUnionOfList().intersection(list1, list2));

System.***out***.println(**new** IntersectionAndUnionOfList().union(list1, list2));

}

**public**<T> List<T> union(List<T>list1, List<T>list2) {

Set<T>set = **new** HashSet<T>();

set.addAll(list1);

set.addAll(list2);

**returnnew**ArrayList<T>(set);

}

**public**<T> List<T> intersection(List<T>list1, List<T>list2) {

List<T>list = **new**ArrayList<T>();

**for** (T t : list1) {

**if**(list2.contains(t)) {

list.add(t);

}

}

**return**list;

}

}

//written by me

**package** interviewQ;

**import** java.util.ArrayList;

**import** java.util.Arrays;

**import** java.util.HashSet;

**import** java.util.List;

**import** java.util.Set;

**publicclass** IntersectionAndUnion {

**publicstaticvoid** main(String[] args) {

ArrayList<Integer>listA = **new** ArrayList<Integer>(Arrays.*asList*(2,3,4,5,6));

ArrayList<Integer>listB = **new** ArrayList<Integer>(Arrays.*asList*(2,3,4,5,6,7,1));

System.***out***.println(*union*(listA,listB));

System.***out***.println(*intersection*(listA,listB));

}

**privatestatic** List<Integer> intersection(ArrayList<Integer>listA,

ArrayList<Integer>listB) {

// **TODO** Auto-generated method stub

//Set<Integer>

List<Integer>list = **new** ArrayList<Integer>();

**for**(Integer val :listA){

**if**(listB.contains(val)){

list.add(val);

}

}

**return**list;

}

**privatestatic** Set<Integer> union(ArrayList<Integer>listA,

ArrayList<Integer>listB) {

// **TODO** Auto-generated method stub

Set<Integer>union = **new** HashSet<Integer>();

union.addAll(listA);

union.addAll(listB);

**return**union;

}

}

31.)how to combined two List object in java?

Using addAll()

32.)How to delete the particular element from array?use linear search to delete an element and display all elements after deletion.

**package** interviewQ;

**publicclass** DeleteElementsFromArray {

**publicstaticvoid** main(String[] args) {

// **TODO** Auto-generated method stub

**int**a[] = **newint**[]{12,2,9,23,2};

**int**del =9;

**int**count=0;

**int**pos=0;

**for**(**int**i=0;i<a.length;i++){

**if**(a[i]==del){

pos = i;

**for**(**int**j=i;j<a.length-1;j++){

a[j]=a[j+1];

}

count++;

**break**;

}

}

**if**(count!=0){

System.***out***.println("Element is found at position "+pos+"and deleted from an array");

}

**else**{

System.***out***.println("Element is not found in array");

}

System.***out***.println("After deletion of an array from positioned");

**for**(**int**i=0;i<a.length-1;i++){

System.***out***.print(a[i]+"\t");

}

}

}

**package** interviewQ;

**import**java.util.Arrays;

**import** java.util.HashSet;

**import**java.util.List;

**import** java.util.Set;

**publicclass** RemoveDuplicateElementFromArrayUsingCollection {

**publicstaticvoid** main(String[] args) {

// **TODO** Auto-generated method stub

Integer array[] = {10,20,10,30,50,60,30};

SetsetArray = **new**HashSet();

**for**(**int**i=0;i<array.length;i++){

setArray.add(array[i]);

}

System.***out***.println(setArray);

}

}

33.)merge two array in java?

**package** interviewQ;

**publicclass** MergeArray {

**publicstaticvoid** main(String[] args) {

// **TODO** Auto-generated method stub

**int**a1[] = **newint**[]{1,2,1,4};

**int**a2[] = **newint**[]{2,3,4};

**int**a3[] = **newint**[a1.length+a2.length];

**for**(**int**i=0;i<a1.length;i++){

a3[i] = a1[i];

}

**int**index=a1.length;

**for**(**int**i=0;i<a2.length;i++){

a3[index++] = a2[i];

}

**for**(**int**i=0;i<a3.length;i++){

System.***out***.print(a3[i]+"\t");

}

}

}

34.)how to print an array of element without loop in one statement?

Ans:-Array.toString(arrayObject);

35.)Remove duplicate number from array in java

Simple program

**package** interviewQ;

**publicclass** RemoveDuplicateElementFromArray {

**publicstaticvoid** main(String[] args) {

// **TODO** Auto-generated method stub

**int**arr[] = {10,10,20,20,30,30,50};

**int**len = arr.length;

**int**j=0;

**for**(**int**i=0;i<len-1;i++){

**if**(arr[i]!=arr[i+1]){

arr[j++] = arr[i];

}

}

arr[j++]=arr[len-1];

**for**(**int**k=0;k<j;k++){

System.***out***.println(arr[k]);

}

}

}

Program with return

**package** interviewQ;

**publicclass** RemoveDuplicateInArray{

**publicstaticint** removeDuplicateElements(**int**arr[], **int**n){

**if** (n==0 || n==1){

**return**n;

}

**int**[] temp = **newint**[n];

**int**j = 0;

**for** (**int**i=0; i<n-1; i++){

**if** (arr[i] != arr[i+1]){

temp[j++] = arr[i];

}

}

temp[j++] = arr[n-1];

// Changing original array

**for** (**int**i=0; i<j; i++){

arr[i] = temp[i];

}

**return**j;

}

**publicstaticvoid** main (String[] args) {

**int**arr[] = {10,20,20,30,30,40,50,50};

**int**length = arr.length;

length = *removeDuplicateElements*(arr, length);

//printing array elements

**for** (**int**i=0; i<length; i++)

System.***out***.print(arr[i]+" ");

}

}

Using collection

**package interviewQ;**

**import java.util.Arrays;**

**import java.util.Collections;**

**import java.util.HashSet;**

**import java.util.List;**

**import java.util.Set;**

**public class RemoveDuplicateElementFromArrayUsingCollection {**

**public static void main(String[] args) {**

**// TODO Auto-generated method stub**

**Integer array[] = {10,20,10,30,50,60,30};**

**Set setArray = Collections.EMPTY\_SET;**

**setArray = new HashSet();**

**for(int i=0;i<array.length;i++){**

**setArray.add(array[i]);**

**}**

**//setArray = Collections.EMPTY\_SET;**

**assert(setArray!=null):"set should not be null";**

**String s =null;**

**System.out.println(setArray);**

**}**

**}**36.)How to avoid null pointer exception?

Ans:-first use literal object then other like below

**if**("vicky".equals(s)){

System.***out***.println();

}

Or

String Vicky=”Vicky”;

**if**(vicky.equals(s)){

System.***out***.println();

}

37.)Sort using one for loop and what is complexity of it.

**package** interviewQ;

**publicclass** SingleLoopArraySort {

**publicstaticvoid** main(String[] args) {

**int**[] arr = { 5,6,1,3 };

**for** (**int**i = 1; i<arr.length; i++) {

System.***out***.println("arr[i] < arr[i - 1]"+" "+arr[i]+" "+ arr[i - 1]);

**if** (arr[i] <arr[i - 1])

{

arr[i] = arr[i] + arr[i - 1];

arr[i - 1] = arr[i] - arr[i - 1];

arr[i] = arr[i] - arr[i - 1];

i = 0;

}

}

System.***out***.println("sorted Array :");

**for** (**int**i = 0; i<arr.length; i++) {

System.***out***.print(arr[i] + " ");

}

System.***out***.println();

}

}

Inside the for loop it is working on sorting mechanism like given below

e.g.

a=6;

b=2;

a =a+b

b=a-b

a=a-b

Output

arr[i] < arr[i - 1] 6 5

arr[i] < arr[i - 1] 1 6

arr[i] < arr[i - 1] 1 5

arr[i] < arr[i - 1] 5 1

arr[i] < arr[i - 1] 6 5

arr[i] < arr[i - 1] 3 6

arr[i] < arr[i - 1] 5 1

arr[i] < arr[i - 1] 3 5

arr[i] < arr[i - 1] 3 1

arr[i] < arr[i - 1] 5 3

arr[i] < arr[i - 1] 6 5

sorted Array :

1 3 5 6

After understanding

**package** interviewQ;

**publicclass** SingleLoopToSortArray {

**publicstaticvoid** main(String[] args) {

// **TODO** Auto-generated method stub

**int**a[]= **newint**[]{2,3,45,23,12,8,1};

**int**len = a.length;

**for**(**int**i=1;i<len;i++){

**if**(a[i]<a[i-1]){

a[i] = a[i]+a[i-1];

a[i-1] = a[i]-a[i-1];

a[i] = a[i]-a[i-1];

i=0;

}

}

**for**(**int**i=0;i<len;i++){

System.***out***.print(a[i]+"\t");

}

}

}

38.)Method name to display the common elements

retainAll()

**package** interviewQ;

**import** java.util.ArrayList;

**import** java.util.List;

**publicclass** RetainAll {

**publicstaticvoid** main(String[] args) {

// **TODO** Auto-generated method stub

List<Integer>l1 = **new** ArrayList<Integer>();

l1.add(1);

l1.add(2);

l1.add(3);

List<Integer>l2= **new** ArrayList<Integer>();

l2.add(4);

l2.add(2);

l2.add(3);

System.***out***.println("l1 == "+l1);

System.***out***.println("l2 == "+l2);

List<Integer>l3 = **new** ArrayList<Integer>(l2);

l3.retainAll(l1);

System.***out***.println("l3 == "+l3);

}

}

ContainsAll() will check the all elements present in left side collection elements .if its found will display true otherwise false.

**package** interviewQ;

**import** java.util.ArrayList;

**import** java.util.List;

**publicclass** RetainAll {

**publicstaticvoid** main(String[] args) {

// **TODO** Auto-generated method stub

List<Integer>l1 = **new** ArrayList<Integer>();

l1.add(1);

l1.add(2);

l1.add(3);

List<Integer>l2= **new** ArrayList<Integer>();

l2.add(4);

l2.add(2);

l2.add(3);

System.***out***.println("l1 == "+l1);

System.***out***.println("l2 == "+l2);

List<Integer>l3 = **new** ArrayList<Integer>(l2);

l3.retainAll(l1);

l3.add(5);

System.***out***.println("l3 == "+l3);

System.***out***.println(l1.containsAll(l3));

}

}

39.)Write an example of Generic.

40.)what is variable array argument or Vararg in main method?

classTest1

{

    // A method that takes variable number of intger

    // arguments.

    staticvoidfun(int...a)

    {

        System.out.println("Number of arguments: "+ a.length);

        // using for each loop to display contents of a

        for(inti: a)

            System.out.print(i + " ");

        System.out.println();

    }

    // Driver code

    publicstaticvoidmain(String args[])

    {

        // Calling the varargs method with different number

        // of parameters

        fun(100);         // one parameter

        fun(1, 2, 3, 4);  // four parameters

        fun();            // no parameter

    }

}

classTest2

{

    // Takes string as a argument followed by varargs

    staticvoidfun2(String str, int...a)

    {

        System.out.println("String: "+ str);

        System.out.println("Number of arguments is: "+ a.length);

        // using for each loop to display contents of a

        for(inti: a)

            System.out.print(i + " ");

        System.out.println();

    }

    publicstaticvoidmain(String args[])

    {

        // Calling fun2() with different parameter

        fun2("GeeksforGeeks", 100, 200);

        fun2("CSPortal", 1, 2, 3, 4, 5);

        fun2("forGeeks");

    }

}

**Important points:**

* + Vararg Methods can also be overloaded but overloading may lead to ambiguity.
  + Prior to JDK 5, variable length arguments could be handled into two ways : One was using overloading, other was using array argument.
  + There can be only one variable argument in a method.
  + Variable argument (varargs) must be the last argument.

**Erroneous varargs Examples**

* + Specifying two varargs in a single method:
  + void method(String... gfg, int... q)
  + {
  + // Compile time error as there are two
  + // varargs
  + }
  + Specifying varargs as the first parameter of method instead of last one:
  + void method(int... gfg, String q)
  + {
  + // Compile time error as vararg appear
  + // before normal argument

}

41.)Add all number given in number.

**package** interviewQ;

**publicclass** CountNumber {

**publicstaticvoid** main(String[] args) {

// **TODO** Auto-generated method stub

**int**num = 123;

**int**sum = 0;

**int**count = 0;

**int**temp = 0;

**while** (num> 0) {

temp = num % 10;

sum = sum + temp;

num = num / 10;

count++;

}

System.***out***.println("sum of the number=" + sum + " "

+ "total number present in number" + " " + count);

}

}

42.)Prime number between range

**package** interviewQ;

**import** java.util.Scanner;

**publicclass** PrimeFromRange {

**publicstaticvoid** main(String args[]) {

// initialize and declare here.

**int**s1, s2, count = 0, i, j;

Scanner s = **new**Scanner(System.***in***);

System.***out***.print("Enter the lower limit : ");

s1 = s.nextInt();

System.***out***.print("Enter the upper limit :");

s2 = s.nextInt();

System.***out***.println("Prime numbers between given range are :");

**for** (i = s1; i<= s2; i++) {

**if**(*prime*(i)){

System.***out***.print(i+"\t");

}

}

}

**privatestaticboolean** prime(**int**i) {

// **TODO** Auto-generated method stub

**int**count=0;

**for**(**int**j = 2; j<i; j++)

{

**if**(i % j == 0)

{

count = 0;

**break**;

}

**else**

{

count = 1;

}

}

**if**(count == 1)

{

**returntrue**;

}

**else**

**returnfalse**;

}

}

43.)Write a qsl query to display 2nd highest paid salary

In MYsql

SELECT MAX(sal) FROM `employee`

WHERE sal NOT IN (SELECT MAX(sal) FROM employee);

In sql

Select RANK ,sal

From(

Select Rownum as RANK,sal

From(

Select DISTINCT sal from emp order by sal desc

)

)

Where RANK=&Rank;

In MYSQL

For nth paid salary

SELECT \* /\*This is the outer query part \*/

FROM Employee Emp1

WHERE (n) = ( /\* Subquery starts here \*/

SELECT COUNT(DISTINCT(Emp2.Sal))

FROM Employee Emp2

WHERE Emp2.Sal > Emp1.Sal)

N can be replaced by number.

44.)write a quey to find out the odd position records.

select rank,ename,empno,sal,hiredate

from

(

select rownum as rank,e.\* from emp e

)

where mod(rank,2)=0;

45.)write a query to find out the even position records.

select rank,ename,empno,sal,hiredate

from

(

select rownum as rank,e.\* from emp e

)

where mod(rank,2)!=0;

46.)display the only at position 1,6,10,13

Select rank,ename,empno,sal,hiredate

From(

Select rownum as rank, e.\* from emp e

)

Where rank in(1,6,10,12);

46.)write a query for group by clause

a.)waq to list to count all employee in each department

select deptno,count(\*) as number\_of\_employee

from emp

group by deptno

order by deptno desc;

b.)waq to display employee details from each department which has atleast 5 records.

select deptno,count(\*) as number\_of\_employee

from emp

group by deptno

having count(\*)>=5

order by deptno desc;

47.)write a query to find out the senior employee in company with age in each department

select deptno,min(hiredate) as senior\_employee

from emp

group by deptno

order by deptno desc;

48.)write a query for different join
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Inner Join

49.)write a query for inner join

Select empid,ename,sal ,d.loc

From employee e ,dept d

Where e.deptno = d.deprtno

Or

Select empnam, enempid,sal

From emp inner join dept

On emp.deprtno=dept.deprtno

e.g

SELECT Orders.OrderID, Customers.CustomerName  
FROM Orders  
INNER JOIN Customers ON Orders.CustomerID = Customers.CustomerID;

SELECT map.`res\_statuscode\_mst\_key`,`sys\_code`,`res\_statuscode\_msg`

FROM `res\_statuscode\_map\_mst` map,`res\_statuscode\_mst` mst

WHERE map.`res\_statuscode\_mst\_key`=mst.`res\_statuscode\_mst\_key`;

Join three table

SELECT Orders.OrderID, Customers.CustomerName, Shippers.ShipperName  
FROM ((Orders  
INNER JOIN Customers ON Orders.CustomerID = Customers.CustomerID)  
INNER JOIN Shippers ON Orders.ShipperID = Shippers.ShipperID);

50.)write a query for inner left join

Select Customers.CustName,Order.orderId

From Order left join Customer

On oder.customerid=customers.customerid

Order by customers.customerid asc

51.)Write a query for inner right join

Select Customers.customerId,order.orderId

From Customer right join Order

On Customers.CustomerId=Order.CustomerID

Order by Customers.CustomerId asc;

52.)write Full outer join query

SELECT Customers.CustomerName, Orders.OrderID  
FROM Customers  
FULL OUTER JOIN Orders ON Customers.CustomerID=Orders.CustomerID  
ORDER BY Customers.CustomerName;

50.)WAQ to delete duplicate records from specific table

Delete from myemp e

Where rowid>any(select m.rowid from myemp m where

e.empno=m.empno and

e.ename = m.ename)

51.)Describe order of execution of sql query

![](data:image/png;base64,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)

52.)  Write a Java program to insert an element (specific position) into an array.

Ans- **package** interviewQ;

**import** java.util.Arrays;

**public** **class** Exercise9 {

**public** **static** **void** main(String[] args) {

**int**[] arr = {25, 14, 56, 15};

// Insert an element in 3rd position of the array (index->2, value->5)

**int** Index\_position = 2;

**int** newValue = 5;

System.***out***.println("Original Array : "+Arrays.*toString*(arr));

**for**(**int** i=arr.length-1; i > Index\_position; i--){

arr[i] = arr[i-1];

}

arr[Index\_position] = newValue;

System.***out***.println("New Array: "+Arrays.*toString*(arr));

}

}

Original Array : [25, 14, 56, 15]

New Array: [25, 14, 5, 56]

53.) Write a Java program to remove a specific element from an array

54.) Write a Java program to convert an array to ArrayList.

55.) Write a Java program to convert an ArrayList to an array.

56. Write a Java program to test the equality of two arrays.

57.) Write a Java program to compute the average value of an array of integers except the largest and smallest values.

58.)  Write a Java program to remove the duplicate elements of a given array and return the new length of the array.  
Sample array: [20, 20, 30, 40, 50, 50, 50]  
After removing the duplicate elements the program should return 4 as the new length of the array

59.) Write a Java program to segregate all 0s on left side and all 1s on right side of a given array of 0s and 1s

60.)  Write a Java program to replace every element with the next greatest element (from right side) in an given array of integers.

61.)

Output of the following program

**package** interviewQ;

**public** **class** Output1 {

**public** **static** **void** main(String[] args) {

// **TODO** Auto-generated method stub

String name="vicky";

System.***out***.println(10+20+name);

System.***out***.println(name+10+20);

}

}

30vicky

vicky1020

**package** interviewQ;

**public** **class** output2 {

**public** **static** **void** main(String[] args) {

// **TODO** Auto-generated method stub

**int** i=0;

**int** j=5;

**for**(;(i<10 && j++);i++){

System.***out***.println(i+" "+j);

}

System.***out***.println(i+" "+j);

}

}

Output

Compile time error

**package** interviewQ;

**public** **class** LenOfTheString {

**public** **static** **void** main(String[] args) {

// **TODO** Auto-generated method stub

String str[] = {"Ram","Shyam","vicky"};

System.***out***.println("output of string array"+str.length);

System.***out***.println("Length of first array"+str[0].length());

}

}

output of string array3

Length of first array3

**package** interviewQ;

**public** **class** \_2ndDimen {

**public** **static** **void** main(String[] args) {

**int**[][] arrInt = { { 1, 2,3 }, { 3, 4, 5 } };

**int** sum=0;

**for** (**int** i = 0; i < arrInt.length; i++) {

**for** (**int** j = 0; j < arrInt[i].length; j++) {

System.***out***.print((sum=sum+arrInt[i][j]) + " ");

System.***out***.print(arrInt[i][j] + " ");

}

System.***out***.println("");

}

}

}

62.)How to create an object of SessionFactory?

SessionFactory factory = new Configuration().config().buildSessionFactory();

Session session = factory.getCurrentSession();

Or Session session = factory.opensession();

63.)Difference between openSession() and getCurrentSession();

Ans:-openSession() of SessionFactory object used to create a fresh session object but we need to explicitly flus and close the object .It is not thread safe so one session object should be created for each request in multithread environment and in web application too

getCurrentsession():-

If we call getCurrentSession() with respect to factory object then it will create an object of session if and only if does noyt exits else use same session present in hibernate context and hibernate internally flush and close the session object.

If you are using hibernate in single threaded environment , you can use getCurrentSession, as it is faster in performance as compare to creating new session each time.

You need to add following property to hibernate.cfg.xml to use getCurrentSession method.

<session-factory>

<!-- Put other elements here -->

<property name="hibernate.current\_session\_context\_class">

thread

</property>

</session-factory>

64.)what is proxy object in hibernate?

Proxy is class created by hibernate internally to help load the object either lazy or early based on value of Proxy object.

For example

If we have cat class , Hibernate create a proxy class which extends cat class.

 LAZY = fetch when needed

 EAGER = fetch immediately

Depends on the value of proxy either true or false, object will be loaded from the child object of parent object.

Eager loading is faster than Lazy loading because it hits the database and store it session next time it wont hits the database. But in case of we can get the Java heap error.

How to solve the Java heap (Permgen)error.

Ans:- The solution to fix this problem is to increase the heap space by specifying the jvm parameter

Codility Test

A *binary gap* within a positive integer N is any maximal sequence of consecutive zeros that is surrounded by ones at both ends in the binary representation of N.

For example, number 9 has binary representation 1001 and contains a binary gap of length 2. The number 529 has binary representation 1000010001 and contains two binary gaps: one of length 4 and one of length 3. The number 20 has binary representation 10100 and contains one binary gap of length 1. The number 15 has binary representation 1111 and has no binary gaps. The number 32 has binary representation 100000 and has no binary gaps.

Write a function:

class Solution { public int solution(int N); }

that, given a positive integer N, returns the length of its longest binary gap. The function should return 0 if N doesn't contain a binary gap.

For example, given N = 1041 the function should return 5, because N has binary representation 10000010001 and so its longest binary gap is of length 5. Given N = 32 the function should return 0, because N has binary representation '100000' and thus no binary gaps.

Write an efficient algorithm for the following assumptions:

* N is an integer within the range [1..2,147,483,647].

Solution

**package** interviewQ;

**public** **class** GapLenOfBinary {

**public** **static** **void** main(String[] args) {

// **TODO** Auto-generated method stub

**int** gap=0;

**long** binary = 1001;

gap = (**int**)*solution*(binary);

System.***out***.println(gap);

}

**public** **static** **int** solution(**long** N) {

// write your code in Java SE 8

System.***out***.println(N);

**int** gap=0;

**int** len =0;

**int** max=0;

**int** index=0;

**int** []lenn=**new** **int**[5];

String s= String.*valueOf*(N);

**if**(Integer.*parseInt*((""+s.charAt(0)).trim())==1 && Integer.*parseInt*((""+s.charAt(s.length()-1)).trim())==1){

**for**(**int** i=1;i<s.length();i++){

**if**(Integer.*parseInt*((""+s.charAt(i)).trim())==0){

len++;

}

**else**{

lenn[index++]=len;

}

}

}

**else** **if**(Integer.*parseInt*((""+s.charAt(0)).trim())==1 && Integer.*parseInt*((""+s.charAt(s.length()-1)).trim())!=1){

**for**(**int** i=1;i<s.length()-1;i++){

**if**(Integer.*parseInt*((""+s.charAt(i)).trim())==0){

len++;

}

**else**{

lenn[index++]=len;

}

}

}

**else** {

max=0;

}

max = lenn[0];

**for**(**int** i=0;i<lenn.length;i++){

**if**(lenn[i]>max){

max=lenn[i];

}

}

**return** max;

}

}

63.)What is singleton design pattern?

a.)Singleton design pattern restrict to initialize instance of class and make sure to create a single object to be used through out the application.

b.)The singleton class must provide single global point of access of instance of class

Where we use singleton?

We use the singleton for logging , driver object ,caching ,Thread pool etc or when we want to have a single object to be accessed through out the application.

To implement Singleton pattern, we have different approaches but all of them have following common concepts.

* Private constructor to restrict instantiation of the class from other classes.
* Private static variable of the same class that is the only instance of the class.
* Public static method that returns the instance of the class, this is the global access point for outer world to get the instance of the singleton class.

Different way of creating singleton object

1. [**Eager initialization**](https://www.journaldev.com/1377/java-singleton-design-pattern-best-practices-examples#eager-initialization)
2. [**Static block initialization**](https://www.journaldev.com/1377/java-singleton-design-pattern-best-practices-examples#static-block-initialization)
3. [**Lazy Initialization**](https://www.journaldev.com/1377/java-singleton-design-pattern-best-practices-examples#lazy-initialization)
4. [**Thread Safe Singleton**](https://www.journaldev.com/1377/java-singleton-design-pattern-best-practices-examples#thread-safe-singleton)

[**Eager initialization**](https://www.journaldev.com/1377/java-singleton-design-pattern-best-practices-examples#eager-initialization)

Public class MySingletone{

Private static MySingleton singletone = new MySingleton();

Private MySingletone(){

}

Public static MySingletone getInstance(){

Return singletone

}

3.[**Lazy Initialization**](https://www.journaldev.com/1377/java-singleton-design-pattern-best-practices-examples#lazy-initialization)

Public class MySingletone{

Private static MySingleton singletone;

Private MySingletone(){

}

Public static MySingletone getInstance(){

If(singletone==null){

singletone = new MySingleton();

return singletone;

else

return singletone;

}

Return singletone

}

**2.**[**Static block initialization**](https://www.journaldev.com/1377/java-singleton-design-pattern-best-practices-examples#static-block-initialization)

**When one class only use instance of singletone then we use static singletone**

public class MySingleton{

private static MySingletone singletone ;

private MySingletone(){

}

Static{

Try{

singletone = new Singletone();

}catch(Excetion e){

throw new RuntimeException("Exception occured in creating singleton instance");

}

}

}

**4.**[**Thread Safe Singleton**](https://www.journaldev.com/1377/java-singleton-design-pattern-best-practices-examples#thread-safe-singleton)

Public class MySIngletone

{

Private static MySingletone singletone;

Private MySingletone(){}

Public static synchronized MySingletone getInstance(){

If(singletone==null){

Singletone = new MySingletone();

Return Singletone

}

Else{

Return Singletone

}

}

}

5.Synchronized with cloneable

Public class MySIngletone implements cloneable

{

Private static MySingletone singletone;

Private MySingletone(){}

Public static synchronized MySingletone getInstance(){

If(singletone==null){

Singletone = new MySingletone();

Return Singletone

}

Else{

Return Singletone

}

}

public Object clone()throws CloneNotSupportedException{

return throw CloneNotSupportedException(“Instance can not be created”);

}

}

Factory Design pattern

Factory design pattern is used when we have a super class with multiple sub-classes and based on input, we need to return one of the sub-class. This pattern take out the responsibility of instantiation of a class from client program to the factory class.

**package** com.hcl.pojopoji;

**public** **interface** Person {

**abstract** **public** **void** greatings(String name);

}

**package** com.hcl.pojopoji;

**public** **class** Male **implements** Person {

@Override

**public** **void** greatings(String name) {

// **TODO** Auto-generated method stub

System.***out***.println("Hi Mr="+name);

}

}

**package** com.hcl.pojopoji;

**public** **class** Female **implements** Person {

@Override

**public** **void** greatings(String name) {

// **TODO** Auto-generated method stub

System.***out***.println("Hi Mr="+name);

}

}

**package** com.factorymethod;

**import** com.hcl.pojopoji.Female;

**import** com.hcl.pojopoji.Male;

**import** com.hcl.pojopoji.Person;

**public** **class** PersonFactoryPattern {

**public** **static** Person getInstance(String name){

**if**(name.equalsIgnoreCase("male")){

**return** **new** Male();

}

**else**{

**return** **new** Female();

}

}

}

**package** main.claus;

**import** com.factorymethod.PersonFactoryPattern;

**import** com.hcl.pojopoji.Person;

**public** **class** TestFactory {

**public** **static** **void** main(String[] args) {

// **TODO** Auto-generated method stub

String gender="Male";

PersonFactoryPattern p = **new** PersonFactoryPattern();

Person person = p.*getInstance*(gender);

person.greatings("Vicky");

}

}

64.)Prototype design pattern

Prototype design pattern is used when object creation is costly affair and required a lot of resources.

Prototype provides a mechanism to copy the object into new object and then modify the object accordingly based on needs.

Protoype uses java cloning to copy an object.

Example of Protype design pattern.

Suppose we loaded the data from database into object and now we required a lot of manipulation in different place. So we should copy the object then we should modify the object instead of modification on original object.it performs the deep copy.

Program of prototype

package com.model;

import java.util.ArrayList;

import java.util.List;

public class Employees implements Cloneable{

private List<String> empList;

public Employees(){

empList = new ArrayList<String>();

}

public Employees(List<String> list){

this.empList=list;

}

public void loadData(){

//read all employees from database and put into the list

empList.add("Pankaj");

empList.add("Raj");

empList.add("David");

empList.add("Lisa");

}

public List<String> getEmpList() {

return empList;

}

@Override

public Object clone() throws CloneNotSupportedException{

List<String> temp = new ArrayList<String>();

for(String s : this.getEmpList()){

temp.add(s);

}

return new Employees(temp);

}

}

**package** com.model;

**import** java.util.List;

**public** **class** PrototypeDesignpattern {

**public** **static** **void** main(String[] args) **throws** CloneNotSupportedException {

Employees emps = **new** Employees();

emps.loadData();

//Use the clone method to get the Employee object

Employees empsNew = (Employees) emps.clone();

Employees empsNew1 = (Employees) emps.clone();

List<String> list = empsNew.getEmpList();

list.add("John");

List<String> list1 = empsNew1.getEmpList();

list1.remove("Pankaj");

System.***out***.println("emps List: "+emps.getEmpList());

System.***out***.println("empsNew List: "+list);

System.***out***.println("empsNew1 List: "+list1);

}

}

65.)Façade design pattern

Façade design pattern whch make the client easy to interact with system.

Façade design pattern provides the unified interface to a set of interfaces in a system.

For example

We have requirement to interact with many databases like mysql,sql,hbase etc to generate the report in different format. So we use different interfaces(helper interface) for different databases .But what will happended if complexity of system get increased or interface behavior is so confusing in this case façade provided wrapper interface on top of existing interface to helo client application.

Example

**package** com.hc.database;

**import** java.sql.Connection;

**public** **class** MySqlHelper {

**public** **static** Connection getMySqlDBConnection(){

//get MySql DB connection using connection parameters

**return** **null**;

}

**public** **void** generateMySqlPDFReport(String tableName, Connection con){

//get data from table and generate pdf report

}

**public** **void** generateMySqlHTMLReport(String tableName, Connection con){

//get data from table and generate pdf report

}

}

**package** com.hc.database;

**import** java.sql.Connection;

**public** **class** OracleHelper {

**public** **static** Connection getOracleDBConnection(){

//get Oracle DB connection using connection parameters

**return** **null**;

}

**public** **void** generateOraclePDFReport(String tableName, Connection con){

//get data from table and generate pdf report

}

**public** **void** generateOracleHTMLReport(String tableName, Connection con){

//get data from table and generate pdf report

}

}

We can create a Facade pattern interface like below. Notice the use of [Java Enum](https://www.journaldev.com/716/java-enum) for **type safety.**

HelperFacade.java

**package** com.hc.facade;

**import** java.sql.Connection;

**import** com.hc.database.MySqlHelper;

**import** com.hc.database.OracleHelper;

**public** **class** HelperFacade {

**public** **static** **void** generateReport(DBTypes dbType, ReportTypes reportType,

String tableName) {

Connection con = **null**;

**switch** (dbType) {

**case** ***MYSQL***:

con = MySqlHelper.*getMySqlDBConnection*();

MySqlHelper mySqlHelper = **new** MySqlHelper();

**switch** (reportType) {

**case** ***HTML***:

mySqlHelper.generateMySqlHTMLReport(tableName, con);

**break**;

**case** ***PDF***:

mySqlHelper.generateMySqlPDFReport(tableName, con);

**break**;

}

**break**;

**case** ***ORACLE***:

con = OracleHelper.*getOracleDBConnection*();

OracleHelper oracleHelper = **new** OracleHelper();

**switch** (reportType) {

**case** ***HTML***:

oracleHelper.generateOracleHTMLReport(tableName, con);

**break**;

**case** ***PDF***:

oracleHelper.generateOraclePDFReport(tableName, con);

**break**;

}

**break**;

}

}

**public** **static** **enum** DBTypes {

***MYSQL***, ***ORACLE***;

}

**public** **static** **enum** ReportTypes {

***HTML***, ***PDF***;

}

}

66.)Adaptor design pattern

Adaptore design patter is structural design pattern used to work with unrelated interfaces. The object that join these unrelated interface is called Adaptor.

One of the great real life example of Adaptor design pattern is mobile charger.

Mobile battery need 3 volts to charge but generally socket produces either 120v (in us) or 240v(in india) .here mobile charge behaves as adaptor in the middle wall socket and moble charging socket.

We will try to implement multi-adapter using adapter design pattern .

So first of all we will have two classes – **Volt** (to measure volts) and **Socket** (producing constant volts of 120V).

**package** com.voltmeasurement;

**public** **class** Volt {

**private** **int** volts;

**public** Volt(**int** v){

**this**.volts=v;

}

**public** **int** getVolts() {

**return** volts;

}

**public** **void** setVolts(**int** volts) {

**this**.volts = volts;

}

}

**package** com.voltmeasurement;

**public** **class** Socket {

**public** Volt getVolt(){

**return** **new** Volt(120);

}

}

Now we want to build an adapter that can produce 3 volts, 12 volts and default 120 volts. So first of all we will create an adapter interface with these methods.

**package** com.adaptor;

**import** com.voltmeasurement.Volt;

**public** **interface** SocketAdaptor {

**public** Volt get120Volt();

**public** Volt get12Volt();

**public** Volt get3Volt();

}

**Two Way Adapter Pattern**

While implementing Adapter pattern, there are two approaches – class adapter and object adapter – however both these approaches produce same result.

1. Class Adapter – This form uses [java inheritance](https://www.journaldev.com/644/inheritance-java-example) and extends the source interface, in our case Socket class.
2. Object Adapter – This form uses [Java Composition](https://www.journaldev.com/1325/composition-in-java-example) and adapter contains the source object

**Adapter Design Pattern – Class Adapter**

Here is the class adapter approach implementation of our adapter.

package com.adaptor;

import com.voltmeasurement.Socket;

import com.voltmeasurement.Volt;

//Using inheritance for adapter pattern

public class SocketClassAdapterImpl extends Socket implements SocketAdaptor{

@Override

public Volt get120Volt() {

return getVolt();

}

@Override

public Volt get12Volt() {

Volt v= getVolt();

return convertVolt(v,10);

}

@Override

public Volt get3Volt() {

Volt v= getVolt();

return convertVolt(v,40);

}

private Volt convertVolt(Volt v, int i) {

return new Volt(v.getVolts()/i);

}

}

Or

**package** com.adaptor;

**import** com.voltmeasurement.Socket;

**import** com.voltmeasurement.Volt;

**public** **class** SocketObjectAdaptorImpl **implements** SocketAdaptor{

//Using Composition for adapter pattern

**private** Socket sock = **new** Socket();

@Override

**public** Volt get120Volt() {

**return** sock.getVolt();

}

@Override

**public** Volt get12Volt() {

Volt v= sock.getVolt();

**return** convertVolt(v,10);

}

@Override

**public** Volt get3Volt() {

Volt v= sock.getVolt();

**return** convertVolt(v,40);

}

**private** Volt convertVolt(Volt v, **int** i) {

**return** **new** Volt(v.getVolts()/i);

}

}

**Adapter Design Pattern – Object Adapter Implementation**

Here is the Object adapter implementation of our adapter.

Notice that both the adapter implementations are almost same and they implement the **SocketAdapterinterface**. The adapter interface can also be an [**abstract class**](https://www.journaldev.com/1582/abstract-class-in-java).

Test

**import** com.adaptor.SocketAdaptor;

**import** com.adaptor.SocketClassAdapterImpl;

**import** com.adaptor.SocketObjectAdaptorImpl;

**import** com.voltmeasurement.Volt;

**public** **class** AdapterPatternTest {

**public** **static** **void** main(String[] args) {

*testClassAdapter*();

*testObjectAdapter*();

}

**private** **static** **void** testObjectAdapter() {

SocketAdaptor sockAdapter = **new** SocketObjectAdaptorImpl();

Volt v3 = *getVolt*(sockAdapter,3);

Volt v12 = *getVolt*(sockAdapter,12);

Volt v120 = *getVolt*(sockAdapter,120);

System.***out***.println("v3 volts using Object Adapter="+v3.getVolts());

System.***out***.println("v12 volts using Object Adapter="+v12.getVolts());

System.***out***.println("v120 volts using Object Adapter="+v120.getVolts());

}

**private** **static** **void** testClassAdapter() {

SocketAdaptor sockAdapter = **new** SocketClassAdapterImpl();

Volt v3 = *getVolt*(sockAdapter,3);

Volt v12 = *getVolt*(sockAdapter,12);

Volt v120 = *getVolt*(sockAdapter,120);

System.***out***.println("v3 volts using Class Adapter="+v3.getVolts());

System.***out***.println("v12 volts using Class Adapter="+v12.getVolts());

System.***out***.println("v120 volts using Class Adapter="+v120.getVolts());

}

**private** **static** Volt getVolt(SocketAdaptor sockAdapter, **int** i) {

**switch** (i){

**case** 3: **return** sockAdapter.get3Volt();

**case** 12: **return** sockAdapter.get12Volt();

**case** 120: **return** sockAdapter.get120Volt();

**default**: **return** sockAdapter.get120Volt();

}

}

}

Remarks:-Java Composition is called has-a relationship which is type of inheritance.

Part-of(composite)

Where we should use has-a(Aggerregate) and is-a(inheritance) to extend the feature of the class.

* If The new class **is** more or less as the original class. Use inheritance. The new class is now a subclass of the original class.
* If the new class must **have** the original class. Use aggregation. The new class has now the original class as a member.

67.)Delegate pattern

68.)Entity pattern

69.)Example of creating an object of class without new operator using example.

**package** interviewQ;

**class** Simple {

**void** message() {

System.***out***.println("Hello Java");

}

}

**class** Test2 {

**public** **static** **void** main(String args[]) {

**try** {

Class c = Class.*forName*("interviewQ.Simple");

Simple s = (Simple) c.newInstance();

s.message();

System.***out***.println(s.getClass().getName());

} **catch** (Exception e) {

System.***out***.println(e);

}

}

}

Output

Hello Java

interviewQ.Simple

give the output of given below program

**package** interviewQ;

**class** Simple {

**void** message() {

System.***out***.println("Hello Java");

}

}

**class** Test2 {

**public** **static** **void** main(String args[]) {

**try** {

Class c = Class.*forName*("Simple");

Simple s = (Simple) c.newInstance();

s.message();

System.***out***.println(s.getClass().getName());

} **catch** (Exception e) {

System.***out***.println(e);

}

}

}

output

java.lang.ClassNotFoundException: Simple

**public** Example(**int** a) {

System.***out***.println(a);

}

**public** **static** **void** main(String[] args) {

// **TODO** Auto-generated method stub

**try**{

Example e = **new** Example(**new** Integer(10));

Example e1 = **new** Example(**new** Integer(**new** Integer(12)));

Example e2= **new** Example(**new** Integer(**null**));

Example e3 = **new** Example(**new** Integer(**null**));

}**catch**(Exception e){

System.***out***.println(e);

}

}

}

Output

10

12

java.lang.NumberFormatException: null

68.) how to integrate the spring and hibernate?

Spring 4.0 can support both hibernate 3.0 and hibernate 4.0.

We can integrate the hibernate using spring configuration file.example is given below

<?xml version="1.0" encoding="UTF-8"?>

<beans xmlns="http://www.springframework.org/schema/beans"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance" xmlns:aop="http://www.springframework.org/schema/aop"

xmlns:tx="http://www.springframework.org/schema/tx"

xsi:schemaLocation="http://www.springframework.org/schema/beans http://www.springframework.org/schema/beans/spring-beans.xsd

http://www.springframework.org/schema/aop http://www.springframework.org/schema/aop/spring-aop-4.0.xsd

http://www.springframework.org/schema/tx http://www.springframework.org/schema/tx/spring-tx-4.0.xsd">

<bean id="dataSource" class="org.apache.commons.dbcp.BasicDataSource"

destroy-method="close">

<property name="driverClassName" value="com.mysql.jdbc.Driver" />

<property name="url" value="jdbc:mysql://localhost:3306/TestDB" />

<property name="username" value="pankaj" />

<property name="password" value="pankaj123" />

</bean>

<!-- Hibernate 3 XML SessionFactory Bean definition-->

<!-- <bean id="hibernate3SessionFactory"

class="org.springframework.orm.hibernate3.LocalSessionFactoryBean">

<property name="dataSource" ref="dataSource" />

<property name="mappingResources">

<list>

<value>person.hbm.xml</value>

</list>

</property>

<property name="hibernateProperties">

<value>

hibernate.dialect=org.hibernate.dialect.MySQLDialect

</value>

</property>

</bean> -->

<!-- Hibernate 3 Annotation SessionFactory Bean definition-->

<bean id="hibernate3AnnotatedSessionFactory"

class="org.springframework.orm.hibernate3.annotation.AnnotationSessionFactoryBean">

<property name="dataSource" ref="dataSource" />

<property name="annotatedClasses">

<list>

<value>com.journaldev.model.Person</value>

</list>

</property>

<property name="hibernateProperties">

<props>

<prop key="hibernate.dialect">org.hibernate.dialect.MySQLDialect</prop>

<prop key="hibernate.current\_session\_context\_class">thread</prop>

<prop key="hibernate.show\_sql">false</prop>

</props>

</property>

</bean>

<bean id="personDAO" class="com.journaldev.dao.PersonDAOImpl">

<property name="sessionFactory" ref="hibernate3AnnotatedSessionFactory" />

</bean>

</beans>

70.) @Transactional and without @Transactional

public class PersonDAOImpl implements PersonDAO {

private SessionFactory sessionFactory;

public void setSessionFactory(SessionFactory sessionFactory) {

this.sessionFactory = sessionFactory;

}

@Override

public void save(Person p) {

Session session = this.sessionFactory.openSession();

Transaction tx = session.beginTransaction();

session.persist(p);

tx.commit();

session.close();

}

@SuppressWarnings("unchecked")

@Override

public List<Person> list() {

Session session = this.sessionFactory.openSession();

List<Person> personList = session.createQuery("from Person").list();

session.close();

return personList;

}

}

Using @Transactional

package com.journaldev.spring.jdbc.dao;

import com.journaldev.spring.jdbc.model.Customer;

public interface CustomerDAO {

public void create(Customer customer);

}

package com.journaldev.spring.jdbc.dao;

import javax.sql.DataSource;

import org.springframework.jdbc.core.JdbcTemplate;

import com.journaldev.spring.jdbc.model.Customer;

public class CustomerDAOImpl implements CustomerDAO {

private DataSource dataSource;

public void setDataSource(DataSource dataSource) {

this.dataSource = dataSource;

}

@Override

public void create(Customer customer) {

String queryCustomer = "insert into Customer (id, name) values (?,?)";

String queryAddress = "insert into Address (id, address,country) values (?,?,?)";

JdbcTemplate jdbcTemplate = new JdbcTemplate(dataSource);

jdbcTemplate.update(queryCustomer, new Object[] { customer.getId(),

customer.getName() });

System.out.println("Inserted into Customer Table Successfully");

jdbcTemplate.update(queryAddress, new Object[] { customer.getId(),

customer.getAddress().getAddress(),

customer.getAddress().getCountry() });

System.out.println("Inserted into Address Table Successfully");

}

}

Notice that CustomerDAO implementation is not taking care of transaction management. This way we are achieving separation of concerns because sometimes we get DAO implementations from third party and we don’t have control on these classes

Let’s create a Customer Service that will use the CustomerDAO implementation and provide transaction management when inserting records in the customer and address tables in a single method.

package com.journaldev.spring.jdbc.service;

import com.journaldev.spring.jdbc.model.Customer;

public interface CustomerManager {

public void createCustomer(Customer cust);

}

package com.journaldev.spring.jdbc.service;

import org.springframework.transaction.annotation.Transactional;

import com.journaldev.spring.jdbc.dao.CustomerDAO;

import com.journaldev.spring.jdbc.model.Customer;

public class CustomerManagerImpl implements CustomerManager {

private CustomerDAO customerDAO;

public void setCustomerDAO(CustomerDAO customerDAO) {

this.customerDAO = customerDAO;

}

@Override

@Transactional

public void createCustomer(Customer cust) {

customerDAO.create(cust);

}

}

If you notice the CustomerManager implementation, it’s just using CustomerDAO implementation to create the customer but provide declarative transaction management through annotating createCustomer() method with @Transactional annotation. That’s all we need to do in our code to get the benefits of Spring transaction management.

@Transactional annotation can be applied over methods as well as whole class. If you want all your methods to have transaction management features, you should annotate your class with this annotation. Read more about annotations at Java Annotations Tutorial.

The only part remaining is wiring spring beans to get spring transaction management example to work.
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